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import pandas as pd import numpy as np import matplotlib.pyplot as plt import seaborn as sns from sklearn.model\_selection import train\_test\_split from sklearn.preprocessing import LabelEncoder from tensorflow.keras.models import Model

from tensorflow.keras.layers import LSTM,Activation, Dense, Dropout, Input, Embedding from tensorflow.keras.optimizers import RMSprop from tensorflow.keras.preprocessing.text import Tokenizer from tensorflow.keras.preprocessing import sequence from tensorflow.keras.utils import to\_categorical from tensorflow.keras.callbacks import EarlyStopping

%matplotlib inline import csv **with** open('/spam.csv', 'r') as csvfile: reader

= csv.reader(csvfile) df =

pd.read\_csv(r'/spam.csv',encoding='latin-1') df.head()

v1 v2 Unnamed: 2 \ 0

ham Go until jurong point, crazy.. Available only ... NaN 1 ham Ok lar... Joking wif u oni... NaN

1. spam Free entry in 2 a wkly comp to win FA Cup fina... NaN
2. ham U dun say so early hor... U c already then say... NaN 4 ham Nah I don't think he goes to usf, he lives aro... NaN

Unnamed: 3 Unnamed: 4

1. NaN NaN
2. NaN NaN
3. NaN NaN
4. NaN NaN 4 NaN NaN df.drop(['Unnamed: 2',

'Unnamed: 3', 'Unnamed: 4'],axis=1,inplace=True) df.info()

<class 'pandas.core.frame.DataFrame'> RangeIndex: 5572 entries, 0 to 5571 Data columns (total 2 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

0 v1 5572 non-null object 1 v2 5572 non-null object dtypes: object(2) memory usage:

87.2+ KB sns.countplot(df.v1)

/usr/local/lib/python3.7/dist-packages/seaborn/\_decorators.py:43:

FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation. FutureWarning

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f5197dac250>

![](data:image/png;base64,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) X = df.v2 Y = df.v1 le = LabelEncoder() Y =

le.fit\_transform(Y) Y = Y.reshape(-1,1)

X\_train,X\_test,Y\_train,Y\_test = train\_test\_split(X,Y,test\_size=0.20) max\_words = 1000 max\_len

= 150 tok = Tokenizer(num\_words=max\_words) tok.fit\_on\_texts(X\_train) sequences = tok.texts\_to\_sequences(X\_train) sequences\_matrix = sequence.pad\_sequences(sequences,maxlen=max\_len)

**def** RNN():

inputs = Input(name='inputs',shape=[max\_len]) layer = Embedding(max\_words,50,input\_length=max\_len)(inputs)

layer = LSTM(128)(layer) layer = Dense(256,name='FC1')(layer) layer =

Activation('relu')(layer) layer = Dropout(0.5)(layer) layer = Dense(1,name='out\_layer')(layer) layer =

Activation('tanh')(layer) model =

Model(inputs=inputs,outputs=layer) **return** model

model = RNN() model.summary()

model.compile(loss='binary\_crossentropy',optimizer=RMSprop(),metrics=['accura

cy','mse','mae'])

Model: "model"

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

================================================================= inputs (InputLayer) [(None, 150)] 0 embedding (Embedding) (None, 150, 50) 50000

lstm (LSTM) (None, 128) 91648

FC1 (Dense) (None, 256) 33024

activation (Activation) (None, 256) 0 dropout (Dropout) (None, 256) 0

out\_layer (Dense) (None, 1) 257 activation\_1 (Activation) (None, 1) 0

=================================================================

Total params: 174,929

Trainable params: 174,929

Non-trainable params: 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

model.fit(sequences\_matrix,Y\_train,batch\_size=128,epochs=10,

validation\_split=0.2,callbacks=[EarlyStopping(monitor='val\_loss',min\_delta=0. 0001)])

Epoch 1/10

28/28 [==============================] - 17s 486ms/step - loss: 0.2960 - accuracy: 0.8819 - mse: 0.0821 - mae: 0.1563 - val\_loss: 0.1341 - val\_accuracy: 0.9675 - val\_mse: 0.0344 - val\_mae: 0.1237 Epoch 2/10 28/28 [==============================] - 13s 462ms/step - loss: 0.1149 - accuracy: 0.9764 - mse: 0.0381 - mae: 0.1538 - val\_loss: 0.1321 - val\_accuracy: 0.9798 - val\_mse: 0.0437 - val\_mae: 0.1695

<keras.callbacks.History at 0x7f5193192590> test\_sequences = tok.texts\_to\_sequences(X\_test) test\_sequences\_matrix =

sequence.pad\_sequences(test\_sequences,maxlen=max\_len) accr = model.evaluate(test\_sequences\_matrix,Y\_test)

35/35 [==============================] - 3s 78ms/step - loss: 0.1590 - accuracy: 0.9812 - mse: 0.0451 - mae: 0.1733

print('Test set\n Loss: {:0.3f}\n Accuracy:

{:0.3f}'.format(accr[0],accr[1]))

Test set

Loss: 0.159 Accuracy: 0.981 model.save("./assign4model.h5") from tensorflow.keras.models import load\_model m2

= load\_model("./assign4model.h5") m2.evaluate(test\_sequences\_matrix,Y\_test)

35/35 [==============================] - 3s 68ms/step - loss: 0.1590 - accuracy: 0.9812 - mse: 0.0451 - mae: 0.1733

[0.1589982509613037,

0.9811659455299377,

0.04506031796336174,

0.17333826422691345]